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 The Sidr tree is an important fruit tree in many parts of the world, but it is 

often affected by various diseases and pests that can impact the quality and 

quantity of its fruit production. This paper proposes the use of ontology and 

semantic web technologies with Python programing language to program a 

diagnosis service for the Sidr tree diseases. Programming a Semantic Web 

application system and services requires knowledge of many technologies 

such as Resource Description Framework (RDF), Web Ontology Language 

(OWL), and SPARQL Query. The underline Web service (Sidr tree disease 

Web service), has to be programmed in connection to a pre-existing ontology 

and knowledge base. The service program is made of three main components. 

These components are the user interface, diagnosis service-related functions, 

Knowledge base, and query engine. The Python 3.10 code listing in this paper 

represents only the code related to disease diagnosing service and the Sidr tree 

ontology (SidrTreeonto). In addition to the listed statements and functions, the 

complete diagnosing service code contains some other unlisted HTML static 

and dynamic Web pages. The code is run and tested and found to be simple 

and easy to use even by unexpert users. Overall, this application will provide 

a useful tool for Sidr tree farmers and researchers to diagnose and manage 

diseases affecting their trees. 

Keywords: 

Semantic Web  

Ontology 

Query engine  

Python Web Framework 

Flask min-framework 

Corresponding Author: 

Zainab M. Jiwar  

Department of Computer Information Systems, College of Computer Science and Information Technology, 

University of Basrah, Basrah, Iraq  

Email: itpg.zainab.jiwar@uobasrah.edu.iq  

 

1. INTRODUCTION  

The Semantic Web is an extension of the World Wide Web that aims to make data more interoperable, 

machine-readable, and accessible [1]-[4]. The Semantic Web achieves this by using metadata and ontologies 

to represent data in a structured and standardized manner. With the Semantic Web, machines can understand 

and interpret data, which allows for the development of intelligent applications that can automatically process 

and analyze data. 

Programming a Semantic Web application system requires knowledge of various and special 

technologies such as Resource Description Framework (RDF)[5], Web Ontology Language (OWL)[6],[7], and 

SPARQL Query Language [8]. RDF is a standard for representing information in the Semantic Web, and it 

provides a way to describe resources and their relationships. OWL is a language for creating ontologies that 

define concepts (classes), relationships (properties), and rules in a particular domain [9], [10]. SPARQL Query 

Language is used to manipulate and retrieve data stored in RDF format. 

To develop Semantic Web Applications, developers can use various programming languages such as 

Python, Java, and JavaScript [11]. Each one of these languages has its own strengths and weaknesses, and the 

choice of programming language depends on the requirements of the application. Python is a popular language 

for Semantic Web programming due to its ease of use and availability of libraries for manipulating ontologies 

[12]. It has several powerful libraries, frameworks, and tools that can be used to build efficient and robust 

semantic web applications. By leveraging Python's strong typing, object-oriented features, and community 

support, developers can create scalable and maintainable semantic web applications that integrate machine 

learning, NLP, and other technologies to enhance functionality and improve data analysis. 

Frameworks (Web frameworks or Web application frameworks) stand for a group of libraries and 

modules that let programmers create web applications without having to be concerned with low-level issues 

like protocol, thread management, etc.), as Flask can be used to develop Semantic Web applications [13]. Flask 

is a lightweight and flexible web framework that is ideal for developing small to medium-sized applications. 
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Plant diseases are a major problem for farmers, leading to crop loss and reduced yields. Early 

identification and diagnosis of plant diseases are critical to preventing their spread and reducing their impact 

on crop yields. However, identifying plant diseases can be a difficult and time-consuming task, requiring 

specialized knowledge and expertise. In this paper, we propose the use of ontology and semantic web 

technologies with Python to develop a Web diagnosis service that can help farmers diagnose Sidr tree diseases 

quickly and accurately. The current diagnosis service is in fact only part of a bigger system called the Sidr Tree 

Disease Diagnosis System (STDDS). The STDDS system is developed using Python programming language, 

Flask framework, HTML, and CSS. The STDDS system uses an ontology to represent knowledge about plant 

(Sidr tree) diseases, symptoms, and treatments. The system uses SPARQL Query Language to retrieve and 

analyze data from the ontology. 

The system allows users to input symptoms of a plant disease, and the system will analyze the 

symptoms and provide a diagnosis along with recommended treatments. The system can also be used to search 

for information about specific plant diseases, symptoms, and treatments. 

Building an ontology-based web application for diagnosing Sidr tree disease has several contributions. 

One of the main contributions is the potential to improve the accuracy and efficiency of Sidr tree disease 

diagnosis, which can lead to more effective disease management and higher crop yields [14]. 

 

The use of an ontology to represent Sidr tree disease information provides the following features: 

− A standardized and structured way to organize and analyze data. This can help to improve the accuracy 

of disease diagnosis by enabling a more consistent and systematic analysis of disease symptoms and 

causes. 

− The usage of an ontology makes it easier to combine data from many sources., including different 

languages and domains, which can provide a more comprehensive and holistic view of plant diseases. 

− Support decision-making processes in agriculture. By providing a tool for farmers and other stakeholders 

to access and analyze plant disease data, the application can help them make more informed decisions 

about disease management strategies, including selecting appropriate control measures, such as pesticide 

application, and managing plant populations. 

− Contribute to the advancement of knowledge in the field of agriculture. By organizing and representing 

plant disease information in a standardized way, the application can enable researchers to conduct more 

systematic and comprehensive analyses of plant disease data. This can lead to new insights and 

discoveries about plant diseases and their causes, as well as more effective disease management strategies. 

 

In summary, building an ontology-based web application for plant disease diagnosis can contribute to 

improving the accuracy and efficiency of disease diagnosis, supporting decision-making processes in 

agriculture, and advancing knowledge in the field. As such, it has the potential to provide significant benefits 

for farmers, researchers, and other stakeholders in the agriculture industry. 

 

2. RESEARCH PROBLEM  

There are many ways (mathematics, visual processing, and pattern recognition techniques) and many 

programming languages (Python, PHP, Java, and JavaScript) to code and program any traditional computerized 

application with widely used data formats. But, for those systems and apps that use a special data format such 

as RDF and ontology in Web apps, many frameworks, and special libraries mixed with static and dynamic 

Web pages need to be incorporated in a definite way. Hence, the research problem can be enclosed in how can 

we program a Sidr tree disease diagnosis system using Python and Semantic Web methods and technologies. 

 

3. STDDS SYSTEM COMPONENTS 

The STDDS system used in this paper is based on the work in the same field in my master’s degree 

project. It is made of the following main components: 

− User interface. 

− Two basic module Knowledge base, and Query engine modules. 

− Services modules (diagnosing, searching, monitoring, pathogen, treatment).  

System components are shown in the diagram of Figure 1. 
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Figure 1. STDDS system architecture. 

 

3.1.  User Interface (UI) 

The system user interface (UI) is used to make it easier for users to engage in the system. The UI is 

usually in the form of a dynamic HTML page (index.html) to enable the user to request the desired system 

service and display the request results. Figure 2 shows the index.html page for the STDDS system UI. 

 

 
Figure 2. The STDDS system user interface. 

 

3.2.  Knowledge base and Query engine modules 

The knowledge base (ontology) and query engine modules are the heart core modules of any Semantic 

Web system because all functions and services need to go through and between both modules. 

The knowledge base (domain ontology with instances) is the most important component of the 

Semantic Web [15]. In this paper, the used ontology is called SidrTreeonto-Ontology. It has been taken from 

our previous research paper [16]. SidrTreeonto ontology represents the knowledge base to provide the 

information needed to diagnose the Sidr tree diseases system such information as abnormalities, pathogens, 

tree parts, etc.  It was built by Protégé ontology editor [17],[18] by following Noy and McGuinness' 

methodology [19]. Part of SidrTreeonto ontology is shown in Figure 3. The SidrTreeonto is made of 7 

superclasses (SidrDisease, Diagnosis, SidrPart, Abnormality, Pathogens, Treatment, and Cases), 26 subclasses 

(BacterialDiseases, Fungus, Root, …), 13 object properties (factorOf, hasDiagnosis, hasTreatment, …), 6 data 

properties (Name, scientific_name, description, …), and around 185 instances have been defined of all classes. 
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Figure 3. SidrTreeonto ontology. 

 

The query engine is a framework to accepts user input queries and responses to questions through the 

I/O interface and uses this dynamic information together with the static knowledge stored in the knowledge 

base [20]. The knowledge in the knowledge base is used to derive conclusions about the current case or 

situation as presented by the user's input. 

 

3.3. Services modules 

The STDDS system was built with many services (diagnosing, searching, monitoring, pathogen, 

treatment), that are needed in accomplishing the intended goals of the system. In this paper, we are going to 

show in detail how to program one of these services using Python programing language with the aid of 

Semantic Web technologies [21]. It is the Sidr tree disease diagnosing service. 

 

 

4. DISEASE DIAGNOSIS SERVICE  

The most important service provided by the STDDS system is the disease diagnosis service. To run 

this service, first, the user (the farmer), has to select the infected Sidr tree part, such as leaves, root, stem, etc. 

from the knowledge base, the system then displays all the abnormalities that may appear on the selected part. 

Secondly, the system sends the user-selected abnormalities (farmer-observed abnormalities), through the query 

engine module, which executes special SPARQL queries to the knowledge base to diagnose diseases related 

to the given abnormalities. The query results may be one or more diseases. The query engine module returns 

the results to the diagnostic module to display on the user interface in ascending order based on the percentage 

values computed from the matching process between the number of abnormalities entered and the number of 

real disease abnormalities stored in the knowledge base. The user selects the disease diagnosis with the highest 

percentage and the system returns abnormalities, cases, pathogens, treatments, and other details. The flowchart 

of this service is shown in Figure 4. 
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Figure 4. The diagnosis of disease or pest. 

 

4. THE DISEASE DIAGNOSIS SERVICE PROGRAMMING 

The following Paragraphs show the complete Python 3.10 [22] code listing of the disease diagnosis 

service of the STDDS system. To simplify the explanation of the program, the code listing is fragmented into 

pieces. Each program fragment (or segment) is made of numbered lines.  

The first fragment is shown in Listing 1. Statements and the coding lines of the first fragment must be 

at the top of any Python Semantic Web program that deals with the Owlready2 library [23] and Flask mini 

framework. 

 

 
Listing 1. First STDDS program fragment. 

 

Line (4) is used to show how to import the Owlready2 library. The import of the contents of the module with 

“from owlready2 import *” is required and it has to be at the beginning of the program. This is 

because Owlready2 redefines some Python functions, such as the issubclass () function. 

Line (5) represents the statement for loading the pre-created domain ontology. Note that the domain ontology 

(SidrTreeonto) is created by the protégé editor and stored as a triple store on the 

“http://localhost:3030/” under the directory “Sidr/”. 

Line (6) is to import the requests library [24]. The requests library is the de facto standard for making HTTP 

requests in Python. It abstracts the complexities of making requests behind a beautiful, simple API 

so that you can focus on interacting with services and consuming data in your application. 

Lines (7-8): both lines are used only once at the beginning of the main program code. They show the way of 

calling Flask mini framework. Flask is a Python module used to build web apps, it allows the 

connection of the URL path of the web application page with a Python function; when this path is 

requested, the function is run, and it returns the correct HTML page. On the line before the method, 

add @app.route('/path') to define the path (it is a Python function decorator). The parameters that 

https://requests.readthedocs.io/en/latest/
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are supplied as arguments to the Python method, can be found in the pathways and are denoted by 

the angle brackets <…> as will be shown in the following program fragments. 

 

The second STDDS program fragment is shown in Listing 2. It represents the general way of calling 

any HTML page by using Flask. In this segment, the called page is the home page ‘index.html’. 

 

 
Listing 2. Second STDDS program fragment. 

 

Lines (11-13) show the way that Flask calls any HTML page ‘index.html’. it defines a function Home () for 

calling the ‘index.html’ that represents the home page of the system. 

 

The third STDDS program segment is shown in Listing 3. The output of this segment is a popup list of 

all Sidr tree parts which are stored in the knowledge base (SidrTreeonto ontology). 

 

 
Listing 3. Third STDDS program fragment. 

 

 Its lines are as follows: 

Line (16) represent the Python standard way of defining a function. It is the part () function. 

Lines (17-34) represent the action needed to be performed by the part () function. It is in a form of SPARQL 

query to get the names of the Sidr tree parts that are specified and stored in the knowledge base.  

Lines (35-36) are used to assign the function returned values to the variable (r) and then convert the results 

into a JSON format [25] as a variable (results). 

Line (37) is used to send the function’s return value (results) to be displayed on a new HTML page called 

part.html. and let the user select one tree part-name from the displayed popup list. 

The fourth STDDS program segment is shown in Listing 4. In the ontology, one or more abnormalities 

are assigned to each tree part. This segment is used to display the assigned abnormalities (symptoms) to the 

selected tree part obtained by the third program segment as in above. 
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Listing 4. Fourth STDDS program fragment. 

 

The fourth program segment is called from the part.html page. Two functions are defined in it as 

follows: 

Lines (40-46) are used to create the first function check () on the path to ‘/check’. If the user selects any tree 

parts, then the function lets the next query be performed else it will return the response back again 

to the part.html page.  

Lines (48-70) represent the second function SidrPart () on the path ‘/SidrPart’. The query results are assigned 

to the variable (r) and then convert the query output into a JSON format in the variable (results). 

Then the function returned values (results) are displayed on a new HTML page called SidrPart.html 

which let the user check at most three abnormalities from the displayed popup list. 

 

The fifth STDDS program segment is shown in Listing 5. This segment is used to display a list of one 

or more disease diagnoses and their matching percentages between the selected abnormalities (from the fourth 

program fragment) and the abnormalities assigned to that disease in the ontology. The fifth program segment 

is called from the SidrPart.html page. 

Its program lines are as follows: 

Lines (73-77) are used to create the function select () on the path to ‘/select’. If the user selects at most three 

abnormalities, then the function lets the next query be performed else it will return the response 

back again to part.html.  

Lines (78-108) represent the query that returns the disease diagnosis if there is a matching between selected 

abnormalities and the abnormalities assigned to those diseases in the ontology. The query results 

are assigned to the variable (r) and then convert into a JSON format as a variable (results). After 

that, the function returned values (results) are displayed on a new HTML page called 

diagnosiscount.html. And let the user check disease diagnosis from the displayed popup list (it is 

better to check the disease with the highest matching percentage). 
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Listing 5. Fifth STDDS program fragment. 

 

The sixth STDDS program fragment is shown in Listing 6. The function of this segment (lines (111-

117)) is to make sure that the user selects a disease from the displayed list or not. And if not then return the 

control to the home page else run the next fragment (the seventh fragment). 

 

 
Listing 6. Sixth STDDS program fragment. 

The seventh fragment (lines (118-143)), as shown in Listing 7 is used to display disease details 

(information and its abnormalities).  

 

 
Listing 7. Seventh STDDS program fragment. 

 

The eighth fragment (lines (144-161)), as shown in Listing 8 is used to display disease treatment. 
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Listing 8.  Eighth STDDS program fragment. 

 

The ninth fragment (lines (393-394)), as shown in Listing 9, is used as a server startup point.  

 

 
Listing 9.  Ninth STDDS program fragment. 

 

The application instance has a run method that launches Flask’s integrated development web server:  

Line (393) represents a Python condition. It is used here to ensure that the development web server is started 

only when the script is executed directly. And when the script is imported by another script, it is 

assumed that the parent script will launch a different server, so the Line (394) call is skipped. 

 

Note that this fragment always should be at the end of the application code. Once the server starts up, 

it goes into a loop that waits for requests and services them. This loop continues until the application is stopped, 

for example by hitting Ctrl-C. 

 

Figure 5 visually depicts the steps for an instance of running the diagnosis service of all pseudocodes 

in the above coding lists. 

 

 
Figure 5. The diagnosis service running steps. 
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4. CONCLUSION 

Coding any ontology-based Web application requires sufficient familiarity with the Semantic Web 

technologies and frameworks related to the Semantic Web programming method. Web apps usually utilize a 

pre-existing ontology and the programmer can not start the system programming or application coding without 

it. And because Python programing language contains many statements, functions, and Semantic Web-related 

libraries, Python is implemented in the work coding. 

 The code listing shown in this paper is only one service of the many in the original STDDS. It is the 

Sidr tree disease diagnosis service. Only the main code from the main diagnosing service Python program is 

shown and not including the mentioned HTML pages since it is easy to code such of these pages.  

The code above is tested and evaluated using hypothetical Sidr tree disease and the resultant evaluation 

was excellent. The system is simple and easy to use by any user. 
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